**Laborator 1: Aplicarea unei matrici de convolutie**

**Timp de lucru: 2 saptamani (deadline – saptamana 4)**

Multe dintre filtrele pe imagini utilizează operatia de convolutie bazata pe matrice de convoluție.

Simplu spus convoluția este tratamentul aplicat unei matrice F de dimensiune NxM (care poate fi o matrice care reprezinta o imagine reprezentata prin pixeli) prin intermediul altei matrice numita matricea de convolutie - C.

De cele mai multe ori se folosesc matrice de convolutie de dimensiune 3x3 sau 5x5. Generalizand putem considera o matrice de convolutie de dimensiune kxk unde k este numar impar.

Prin aplicarea convolutiei se modifica fiecare element al matricei date initial. Putem sa consideram si cazul in care rezultatul convolutiei se pastreaza intr-o matrice noua V de acealeasi dimensiuni cu matricea initiala F (nxm).

Exemplu pentru matrice de convolutie C de dimensiune 3x3(k=3) aplicat unei matrice date F de dimensiune 5x5 (m=5, n=5)
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Calculul efectuat pentru elementul marcat cu rosu cu valoarea 50 este urmatorul:

(40\*0)+(42\*1)+(46\*0) + (46\*0)+(50\*0)+(55\*0) + (52\*0)+(56\*0)+(58\*0) = 42

Generalizand si considerand ca rezulta o matrice noua rezultata in urma aplicarii convolutiei pe care o notam cu V , putem exprima calculul efectuat cu o matrice de convolutie de 3x3 astfel:

v[i,j] =

f[i,j] \*c[1,1]+

f[i-1,j]\* c[0,1]+

f[i,j-1]\* c[1,0]+

f[i-1,j-1]\* c[0,0]+

f[i+1,j]\* c[2,1]+

f[i,j+1]\* c[1,2]+

f[i+1,j+1]\* c[2,2]

unde 0<=i<n si 0<=j<m.

Se considera ca matricea initiala este bordata virtual cu elemente egale cu elementele de pe frontiera. Astfel f[-1,j]=f[0,j] , f[n,j]=f[n-1,j], f[i,-1]=f[i,0], f[i,m]=f[i,m-1], f[-1,-1]=f[0,0], f[-1,m]=f[0,m-1], f[n,-1]=f[n-1,0], f[n,m]=f[n-1,m-1].

TEMA:

Considerand ca se da o matrice F(n,m) si o matrice de convolutie C(k,k) se cere sa se calculeze matricea V(n,m) rezultata in urma aplicarii convolutiei cu matricea de convolutie C pe matricea F.

1. Program secvential
2. Program paralel: folositi **p** threaduri pentru calcul.

**Obiectiv:** **Impartire cat mai echilibrata si eficienta a calculul pe threaduri!**

Pentru impartirea sarcinilor de calcul (taskuri) se va folosi descompunere geometrica cu urmatoarele 2 variante:

* Pe orizontala (mai multe linii alocate unui thread)

si

* Pe verticala (mai multe coloane alocate unui thread)

Pentru urmatoarele variante se acorda suplimentar cate 2 puncte la nota finala.

1. Bloc – submatrici alocate unui thread (se face impartire si pe orizontala si pe verticala)
2. Distributie bazata pe o **functie de distributie delta** prin care unui thread cu index t i se atribuie o submultime de indecsi din matrice:

**delta : NXM->P, N={0,1,2,...n-1}, M=0,1,2...m-1}, P={0,1,2...p-1}**

**delta(i,j)= t, 0<=i<n, 0<=j<m**

testarea se va face definind functia de distributie astfel incat sa obtinem:

- distributie liniara (indici alaturati la acelasi thread) sau

- distributie ciclica( cu pas/step egal cu p).

**Datele de intrare** se citesc dintr-un fisier de intrare “date.txt”.

Fisierul trebuie creat anterior prin adaugare de numere generate aleator.

Toate rularile trebuie executate cu acelasi fisier!!!

**Date de iesire:**  output.txt fisier care contine matricea rezultat

**Implementare:**

1. Java
2. C++ ( cel putin C++11 )
   1. matricile sunt alocate static (int f[MAX][MAX] )
   2. matricile sunt alocate dynamic (new…)

Folosire directa a threadurilor (creare explicita) => Nu se permite folosirea executorilor.

**Testare:** masurati timpul de executie pentru

1. N=M=10 si n=m=3; p=4;
2. N=M=1000 si n=m=5; p=2,4,8,16
3. N=10 M=10000 si n=m=5; p=2,4,8,16
4. N=10000 M=10 si n=m=5; p=2,4,8,16
5. N=10000 M=10000 si n=m=5; p=2,4,8,16

**Documentarea performantei**

Pentru fiecare dintre variantele de testare rezultate din diferitele implementari si din diferitele date de test analizati performata folosind tabele similare celor evidentiate mai jos.

Aceste tabele trebuie adaugate in documentatie!

**Java:**

|  |  |  |
| --- | --- | --- |
| **Tip matrice** | **Nr threads** | **Timp executie** |
| N=M=10  n=m=3 | secvential | 7.34821 |
| 4 | 8.42338 + 8.21912 |
| N=10, M=1000  n=m=5 | secvential | 33.21505 |
| 1 | 33.62503 + 33.61738 |
| 2 | 33.16802 + 34.20868 |
| 4 | 35.09335+33.62713 |
| 8 | 32.95355+ 33.5283 |
| 16 | 33.32741+ 34.35078 |
| N=M= 1000  n=m=5 | secvential | 133.51935 |
|  | 1 | 143.41655 + 132.45957 |
|  | 2 | 126.78068+120.25901 |
|  | 4 | 111.43446+ 108.16319 |
|  | 8 | 114.18111+105.58766 |
|  | 16 | 192.20259+ 134.21093 |
| N=10 M= 10000  n=m=5 | secvential | 131.75499 |
|  | 1 | 139.37793+135.43652 |
|  | 2 | 127.03867+114.74937 |
|  | 4 | 113.35042+105.72896 |
|  | 8 | 113.21204+ 105.61517 |
|  | 16 | 152.14962 + 161.6218 |
| N=10 000 M= 10  n=m=5 | secvential | 57.20644 |
|  | 1 | 69.0841+56.90164 |
|  | 2 | 68.75337+59.69779 |
|  | 4 | 59.2754+63.18133 |
|  | 8 | 60.55838+58.10594 |
|  | 16 | 60.43244+76.069 |

**C++**

|  |  |  |  |
| --- | --- | --- | --- |
| **Tip matrice** | **Tip alocare** | **Nr threads** | **Timp executie** |
| N=M=10  n=m=3 | Static | 4 | 0.4797 |
| dinamic | 4 | 0.6679 |
| N=M=1000  n=m=5 | static | 1 | 148.604 |
| 2 | 105.458 |
| 4 | 74.9086 |
| 8 | 67.8635 |
| 16 | 61.3989 |
| dinamic | 1 | 299.56 |
| 2 | 182.26 |
| 4 | 133.595 |
| 8 | 96.149 |
| 16 | 82.686 |
| N= 10 M=10000  n=m=5 | static | 1 | 13.4078 |
| 2 | 11.6238 |
| 4 | 8.1201 |
| 8 | 7.8384 |
| 16 | …. |
| dinamic | 1 | 25.9627 |
| 2 | 18.5308 |
| 4 | 12.3174 |
| 8 | 11.3328 |
| 16 | …. |
| M=10 N=10000  n=m=5 | static | 1 | 51.5774 |
| 2 | 41.31 |
| 4 | 39.52 |
| 8 | 33.8964 |
| 16 | 38.3995 |
| dinamic | 1 | 27.8209 |
| 2 | 17.5974 |
| 4 | 12.062 |
| 8 | 14.1655 |
| 16 | 10.5986 |

Analize rezultate:  
  
- impactul numar threaduri asupra timpului de executie – imbunatateste in mare parte, dar la un numar prea mare de threaduri supraincarca.

* Imbunatatirea se observa in principal pe matricile de marimi mari
* Alocarea statica este mai eficienta ca alocarea dinamica
* Pt dimensiuni mici, paralelizarea nu este avantajoasa
* 4-8 threaduri e mai avantajos
* Java mai performant ca C++  
  In JAVA managementul memoriei mai bun